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Abstract. The hypercube-based key predistribution scheme in sensor networks has some attractive features. However, it has no capability of providing basic authentication service for sensor networks due to using polynomial-based approach. In this article, we introduce a novel tame-based approach, in which a symmetric and two-one bivariate map is generated for key predistribution by exploiting a tame automorphism in algebra. This tame-based approach can offer authentication service for sensor networks. We then improve the hypercube-based scheme based on this tame-based approach. It turns out that this improved scheme is able to fulfill fundamental authentication requirement in sensor networks, and still has the nice features of the hypercube-based scheme.
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1 Introduction

A sensor network is typically composed of a large number of resource-limited sensor nodes. Academia and industry have paid a lot of attention to wireless sensor networks due to their widespread applications, such as healthcare, intelligent home, battlefield surveillance [1] etc. In such environment, it is not attractive to implement asymmetric cryptography on resource-constrained sensor nodes. In contrast, symmetric cryptography is more desirable to secure sensor networks from attack. Therefore, how to establish a shared key between two communicating sensor nodes is an important and essential task for carrying out the security objectives in sensor networks. There have been many the related researches developed [2-8].

Eschenauer and Gligor [2] proposed a basic probabilistic key predistribution method. Typically, the topology of a sensor network cannot be known before deployment, so this scheme predistributes some keys in each sensor node prior to deployment. After being deployed, if two sensor nodes share one common key, then they can have a direct pairwise key. Otherwise, they can try to establish an indirect pairwise key through other intermediate nodes. In the basis of this scheme [2], many works were developed. In particular, one of them was the hypercube-based key predistribution scheme [3]. This scheme has some good features. First, a sensor node can know directly whether it can share a direct pairwise key with another node, and if it can, which polynomial should be used. Second, any two sensor nodes can establish a pair-
wise key if the nodes can communicate with each other and there are no compromised sensor nodes. Third, even though there are some nodes compromised, it is still a high probability to have another pairwise key between two noncompromised nodes.

Nevertheless, this scheme cannot provide authentication service for sensor networks due to employing polynomial-based approach. In this article, we first present a tame-based key predistribution approach, which is able to fulfill basic authentication requirement for sensor networks. We then apply this tame-based approach to the hypercube-based key predistribution scheme [3]. As a result, in addition to still having the nice features of the hypercube-based scheme, the improved scheme can offer fundamental authentication service for sensor networks.

The rest of this article is organized as follows. We review briefly the related work for sensor networks in Section 2. In Section 3, we present a tame-based key predistribution approach. The details applying this tame-based approach to the hypercube-based scheme [3] are given in Section 4. In Section 5, we have a conclusion of this article.

2 Related Work

Eschenauer and Gligor [2] introduced a basic probabilistic key predistribution technique for pairwise key establishment in sensor networks. Chan et al. [4] proposed the \(q\)-composite key predistribution scheme based on this basic scheme [2]. Because a small number of compromised nodes will compromise a large portion of direct pairwise keys between non-compromised sensor nodes in these schemes, they are not good enough for large-scale sensor networks. Chan et al. [4] additionally presented a random-pairwise keys scheme. This scheme can have perfect security against node compromises. That is, the compromised sensor nodes will not compromise any direct pairwise key between two non-compromised sensor nodes. Nevertheless, this scheme suffers from being only able to support limited network size. Liu et al. [3] proposed the polynomial pool-based schemes: the random subset assignment scheme and hypercube-based key predistribution scheme, based on Blundo’s polynomial-based approach [9] and the basic scheme [2]. The polynomial pool-based schemes can have a threshold property on the resilience against node compromises.

However, the polynomial pool-based schemes (The basic scheme [2] is a special case of polynomial pool-based approach.) cannot provide authentication service for sensor networks, which is one of the essential security requirements. In this paper, we introduce a tame-based approach for key predistribution to fulfill the goal of authentication in sensor networks.

3 Tame-based key predistribution

In this section, we present a new technique for pairwise key establishment in sensor networks, utilizing tame automorphism in Algebra.

A tame automorphism \(\varphi_i = (\varphi_{i,1}, \ldots, \varphi_{i,k})\) is given the following form in Algebra, where the order of variables \(x_1, \ldots, x_k\) with polynomials \(g_{i,j}\) can be permuted:
(1): \( \varphi_{i,1}(x_1, ..., x_k) = x_1 + g_{i,1}(x_2, ..., x_k) = y_1 \)

(2): \( \varphi_{i,2}(x_1, ..., x_k) = x_2 + g_{i,2}(x_3, ..., x_k) = y_2 \)

\[ \vdots \]

(j): \( \varphi_{i,j}(x_1, ..., x_k) = x_j + g_{i,j}(x_{j+1}, ..., x_k) = y_j \)

\[ \vdots \]

(n): \( \varphi_{i,k}(x_1, ..., x_k) = x_k = y_k \)

This tame automorphism \( \varphi_i \) defined as above is invertible. Its inverse is \( \varphi_i^{-1} = (\varphi_{i,1}^{-1}, ..., \varphi_{i,k}^{-1}) \) with \( x_k = \varphi_{i,k}^{-1}(y_1, ..., y_k) \) and \( x_j = \varphi_{i,j}^{-1}(y_1, ..., y_k) \) \( = y_j - g_{i,j}(\varphi_{i,j+1}^{-1}(y_1, ..., y_k), ..., \varphi_{i,k}^{-1}(y_1, ..., y_k)) \) for \( j = k - 1, ..., 1 \).

For example, when \( k = 4 \), \( \varphi_i^{-1} = (\varphi_{i,1}^{-1}, ..., \varphi_{i,4}^{-1}) \) is as follows:

\[ \begin{align*}
\varphi_{i,4}^{-1}(y_1, y_2, y_3, y_4) &= x_4 = y_4 \\
\varphi_{i,3}^{-1}(y_1, y_2, y_3, y_4) &= x_3 = y_3 - g_{i,3}(y_4) \\
\varphi_{i,2}^{-1}(y_1, y_2, y_3, y_4) &= x_2 = y_2 - g_{i,2}(y_3 - g_{i,3}(y_4), y_4) \\
\varphi_{i,1}^{-1}(y_1, y_2, y_3, y_4) &= x_1 = y_1 - g_{i,1}(y_2 - g_{i,2}(y_3 - g_{i,3}(y_4), y_4), y_3 - g_{i,3}(y_4), y_4)
\end{align*} \]

It follows that this tame automorphism \( \varphi_i \) is a one-one map, since it is invertible.

In our method, we let \( k = 2 \) and \( \varphi_i : K^2 \to K^2 \), where \( K \) is a \( GF(2^l) \); \( l \) is half of a cryptographic key length, and let \( T \) be composition map \( \varphi_r \ldots \varphi_2 \varphi_1 \) with \( r \geq 4 \): \( T(x_1, x_2) = \varphi_r \ldots \varphi_2 \varphi_1(x_1, x_2) = (T_1(x_1, x_2), T_2(x_1, x_2)) \). In this composition map \( T \), the order for \( \varphi_i \)'s variables with polynomials \( g_{i,j} \) are permuted at least three times.

**Example:** Let \( r = 5 \) and \( \varphi_i = (\varphi_{i,1}, \varphi_{i,2}) \), \( 1 \leq i \leq r \) be as follows:

<table>
<thead>
<tr>
<th></th>
<th>( \varphi_{i,1}(x_1, x_2) = x_1 + g_{i,1}(x_2) = y_1 )</th>
<th>( \varphi_{i,2}(x_1, x_2) = x_2 = y_2 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>[2]</td>
<td></td>
<td></td>
</tr>
<tr>
<td>( \varphi_{i,1}(x_1, x_2) = x_1 + g_{i,1}(x_2) = y_1 )</td>
<td></td>
<td></td>
</tr>
<tr>
<td>( \varphi_{i,2}(x_1, x_2) = x_2 = y_2 )</td>
<td></td>
<td></td>
</tr>
<tr>
<td>[3]</td>
<td>( \varphi_{3,1}(z_1, z_2) = z_1 + g_{3,1}(z_2) = w_1 )</td>
<td>( \varphi_{3,2}(z_1, z_2) = z_2 = w_2 )</td>
</tr>
<tr>
<td>[4]</td>
<td>( \varphi_{4,1}(w_1, w_2) = w_1 = q_1 )</td>
<td>( \varphi_{4,2}(w_1, w_2) = w_2 + g_{4,2}(w_1) = q_2 )</td>
</tr>
<tr>
<td>[5]</td>
<td>( \varphi_{5,1}(q_1, q_2) = q_1 = m_1 )</td>
<td>( \varphi_{5,2}(q_1, q_2) = q_2 + g_{5,2}(q_1) = m_2 )</td>
</tr>
</tbody>
</table>

It follows that

\[ T(x_1, x_2) = \varphi_4 \varphi_3 \varphi_2 \varphi_1(x_1, x_2) = (T_1(x_1, x_2), T_2(x_1, x_2)) = \]

\[ (x_1 + g_{1,1}(x_2) + g_{3,1}(x_2 + g_{2,2}(x_1 + g_{1,1}(x_2))) + g_{4,2}(x_1 + g_{1,1}(x_2)) + g_{3,1}(x_2 + g_{2,2}(x_1 + g_{1,1}(x_2)))) \]

Since \( \varphi_i \) is a one-one map, it follows that composition map \( T \) is a one-one map as well.
In addition to T, we let \( h(x, y) = (x + y, xy) : K^2 \to K^2 \), where \( K \) is a \( GF(2^k) \). This \( h(x, y) \) is symmetric such that \( h(x, y) = h(y, x) \) and a two-one map, that is, if \( h(\alpha, \beta) = h(\alpha', \beta') \), then \( \alpha = \alpha', \beta = \beta' \) or \( \alpha = \beta', \beta = \alpha' \). The reasons are:

(a) It is obvious that \( h(x, y) = (x + y, xy) = (y + x, x y) = h(y, x) \). Therefore, \( h(x, y) \) is symmetric.

(b) Suppose \( h(\alpha, \beta) = (\alpha + \beta, \alpha \beta) = (u, v) \). Then we get \( \alpha + \beta = u \) and \( \alpha \beta = v \). When \( x + y = u \) and \( xy = v \), we can Replace \( y = u - x \) in \( xy = v \). Then we get \( x^2 - ux + v = 0 \). Factor it into \( (x - \alpha)(x - \beta) = 0 \). It follows that \( (x, y) = (\alpha, \beta) \) or \( (\beta, \alpha) \), just these two solutions. Therefore, \( h(x, y) \) is a two-to-one map.

We further let \( \psi(x, y) = T \circ h(x, y) = (\psi_1(x, y), \psi_2(x, y)) : K^2 \to K^2 \), where \( K \) is a \( GF(2^k) \). These \( \psi_\zeta(x, y) \) for \( \zeta = 1, 2 \) are bivariate polynomials. It follows that \( \psi(x, y) \) is a symmetric and two-one map, since \( h(x, y) \) is a symmetric and two-one map, and \( T \) is a one-one map. That is, if \( \psi(\alpha, \beta) = \psi(\alpha', \beta') \), then \( \alpha = \alpha', \beta = \beta' \) or \( \alpha = \beta', \beta = \alpha' \).

Through proper configuration, we can get two \( t \)-degree bivariate polynomials, \( \psi_\zeta(x, y) = \sum_{i=0}^{t} a_{\zeta i} x^i y^j \) for \( \zeta = 1, 2 \), from \( \psi(x, y) \). For example, in previous example, we get \( t = 99 \) if \( g_{1,1} \) is a 3-degree polynomial, \( g_{2,2} \) is a 33-degree polynomial, and \( g_{3,1}, g_{4,2}, g_{5,2} \) are 1-degree polynomials. For the sake of presentation, we refer to this \( \psi(x, y) \) as a symmetric-tame map. In the following, we assume all the symmetric-tame maps are \( t \)-degree (means each \( \psi_\zeta(x, y) \) for \( \zeta = 1, 2 \) is \( t \)-degree).

For key predistribution, the setup server randomly generates a symmetric-tame map \( \psi(x, y) \). Here “randomly” means \( r \) is a random number not smaller than 4, each polynomial \( g_{i,j} \) is generated randomly, the order for \( \psi_\zeta \)’s variables with polynomials \( g_{i,j} \) in composition map \( T \), for \( i = 1 \ldots r \), are permuted randomly and at least three times, and \( t \)-degree randomly consists of \( t \)’s factors depending on \( r \) value and how \( T_\zeta(x, y) \) for \( \zeta = 1, 2 \) is composed of. For example, in aforementioned example with \( t = 99 \) and \( r = 5 \), the degrees of \( g_{1,1}, g_{2,2}, g_{3,1}, g_{4,2}, \) and \( g_{5,2} \) can be, respectively, 3, 33, 1, 1, 1, or 33, 1, 3, 1, 1, or 1, 1, 1, 1, 9 etc.

In our method, each node has unique ID. For each node \( \alpha \), the setup server computes a symmetric-tame map share of \( \psi(x, y) \): \( \psi(\alpha, y) = (\psi_1(\alpha, y), \psi_2(\alpha, y)) \) and store \( \psi(\alpha, y) \) in node \( \alpha \)’s storage. Then node \( \alpha \) can establish a pairwise key with node \( \beta \) through \( \psi(\alpha, \beta) = (\psi_1(\alpha, \beta), \psi_2(\alpha, \beta)) = (\psi_1(\beta, \alpha), \psi_2(\beta, \alpha)) = \psi(\beta, \alpha) \). Node \( \alpha \) can compute \( \psi(\alpha, \beta) = (\psi_1(\alpha, \beta), \psi_2(\alpha, \beta)) \) by evaluating \( \psi(\alpha, y) \) at point \( \beta \), and Node \( \beta \) can also compute the common key \( \psi(\alpha, \beta) = \psi(\beta, \alpha) = (\psi_1(\alpha, \beta), \psi_2(\beta, \alpha)) \) by evaluating \( \psi(\beta, y) \) at point \( \alpha \). Both of them then use \( \psi_1(\alpha, \beta) \parallel \psi_2(\alpha, \beta) = \psi_1(\beta, \alpha) \parallel \psi_2(\beta, \alpha) \) as their pairwise key. Since \( \psi(x, y) \) is a symmetric and two-one map, this pairwise key is uniquely shared between them. They both can authenticate each other through challenge-response protocol with this key. Therefore, this tame-based approach can provide the authentication service.

Due to two \( t \)-degree bivariate polynomials \( \psi_\zeta(x, y) \) for \( \zeta = 1, 2 \) involved, the security analysis for this approach is \( t \)-collusion resistant. In other words, an attacker
knows nothing about the pairwise key between any two non-compromised nodes if he (or she) compromises no more than \( t \) nodes.

Each sensor node needs to use storage space of \( 2 \times (t+1) \times l \) bits for storing the \( t \)-degree symmetric-tame map share, which is equal to \( (t+1) \) cryptographic keys. Two sensor nodes need to evaluate the symmetric-tame map share at the ID of the other sensor node for establishing a pairwise key. This involves evaluating two \( t \)-degree polynomials over \( \mathbb{GF}(2^l) \), which can be done in an efficient way as discussed in [3]. There is no communication overhead in this approach for pairwise key establishment.

### 4 Improving hypercube-based key predistribution

Now, we improve the hypercube-based key predistribution scheme [3], based on the tame-based approach presented in the previous section. The details of the improved scheme are as follows:

**1) Setup Phase:**

Suppose the total number of sensor nodes in the network is \( N \). The setup server first constructs an \( n \)-dimensional hypercube. For each sensor node, the setup server assigns the smallest unoccupied coordinate \((i_1, \ldots, i_n)\) to this node. This is in order to make any two nodes have at least one key path when there is no node compromised and any two nodes can communicate with each other. This coordinate can be used as node’s ID. Figure 1(a) presents an example of order for node’s assignment. (b) Hypercube for \( n = 2 \).
\[ \psi^i_{(\tau_1, \ldots, \tau_{n-1})}(x, y), \text{ where } s = \left\lceil \sqrt{n} \right\rceil, \ 1 \leq i \leq n, \ 0 \leq \tau_1, \ldots, \tau_{n-1} < s. \]

For each node \((i_1, \ldots, i_n)\), the setup server distributes \(\{\text{ID}, \ \psi^1_{(2, \ldots, n)}(i_1, y), \ldots, \ \psi^n_{(i_1, \ldots, i_{n-1})}(i_n, y)\}\) to this node. Figure 1(b) shows the hypercube for \(n = 2\).

(2) **Direct Key Establishment Phase:**

When node \(\alpha\) wants to establish a pairwise key with node \(\beta\), it first determines whether the Hamming distance of their IDs is equal to one (in other words, their coordinates have same values in \(n-1\) dimensions). If it is, then they share a common symmetric-tame map according to our symmetric-tame map assignment method. Therefore, they can establish a direct pairwise key based on the tame-based key predistribution approach. For instance, node \(\alpha\) and node \(\beta\) have the same values in the first \(n-1\) dimensions, \(\alpha_j = \beta_j, \ 1 \leq j \leq n-1\), then they share the symmetric-tame map \(\psi^n_{(\alpha_1, \ldots, \alpha_{n-1})}(x, y)\); hence can establish a direct pairwise key through this map. If they cannot establish direct key, they need to run the indirect key establishment.

(3) **Indirect Key Establishment Phase:**

If the Hamming distance of nodes \(\alpha\) and \(\beta\) is bigger than one, they need to find a key path for establishing an indirect pairwise key. According to our node assignment scheme, they can find at least one key path between them to establish an indirect key if there is no node compromised and any two nodes can communicate with each other. They can predetermine such a key path by the following key path discovery algorithm without communicating with each other. For instance, in Figure 1(b), node \((\alpha_1, \beta_2)\) or node \((\beta_1, \alpha_2)\) can help node \((\alpha_1, \alpha_2)\) and node \((\beta_1, \beta_2)\) to establish an indirect pairwise key. One possible way is to let node \((\alpha_1, \alpha_2)\) generate the pairwise key \(K_{\alpha\beta}\) and send it to node \((\beta_1, \beta_2)\) through the intermediate node \((\text{say}, (\alpha_1, \beta_2))\). Every message transmitted between two adjacent nodes in the path is encrypted and authenticated with the direct pairwise key shared between them. Assume \(\alpha > \beta\). To find such a key path, node \(\alpha\) or node \(\beta\) performs the following algorithm.

(i) The source node (say, node \(\alpha\)) keeps a set \(E = \{e_1, \ldots, e_c\}\), a most recently discovered intermediate node \(\gamma\), and a list \(L\), where the set \(E\) records the dimensions that ID \(\alpha\) and ID \(\beta\) have different values and the list \(L\) records the key path discovered by this algorithm. In the beginning, \(\gamma = \alpha\) and \(L = \{\alpha\}\).

(ii) The next intermediate node \(w\) is decided by randomly choosing an \(e \in E\) so that \(w = (\gamma_1, \ldots, \gamma_{e-1}, \beta_e, \gamma_{e+1}, \ldots, \gamma_n)\) exists. Then remove \(e\) from \(E\), let \(\gamma = w\), and append \(w\) to \(L\). This step is repeated until \(|E| = 1\). When \(|E| = 1\) is one, append \(\beta\) to \(L\); then return \(L\) as the key path discovered.

For instance, if \(\alpha = (1, 2, 4)\) and \(\beta = (0, 3, 5)\), then \((1, 2, 4), (0, 2, 4), (0, 2, 5), (0, 3, 5)\) is a possible key path between node \(\alpha\) and node \(\beta\). If the intermediate nodes discovered by this algorithm are compromised or out of communication range for some reasons, there is still alternative algorithm, called dynamic key path discovery, to find key paths. For instance, in Figure 1(b), if node \((d, \alpha_3)\) can have a predetermined key path with node \((\beta_1, \beta_2)\) through node \((d, \beta_3)\), then node \((\alpha_1, \alpha_2)\) can use...
node \((d, \alpha_2)\) to establish a pairwise key with node \((\beta_1, \beta_2)\). We refer interested readers to [3] for details of this dynamic key path discovery algorithm.

Since the procedure of the improved scheme is similar to the hypercube-based scheme [3], the analysis of performance, security and overhead of this scheme is the same with the hypercube-based scheme. However, due to using tame-based approach, this scheme is able to provide authentication service for sensor networks, in addition to preserving the nice features of the hypercube-based scheme.

5 Conclusion

In this paper, we introduce a new tame-based pairwise key establishment to fulfill authentication function in sensor networks. We then improve the hypercube-based key predistribution scheme [3] based on this tame-based approach. As a result, this improved scheme can satisfy the basic authentication requirement in sensor networks, besides still having the nice features of the hypercube-based key predistribution scheme.
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